Choosing The Fitness Function for the Job: Automated Generation of Test Suites that Detect Real Faults

Alireza Salahirad, Hussein Almulla, Gregory Gay

Department of Computer Science & Engineering, University of South Carolina, Columbia, SC, United States of America

Correspondence
*Email: alireza@email.sc.edu, halmulla@email.sc.edu, greggreggay.com

Summary
Search-based unit test generation, if effective at fault detection, can lower the cost of testing. Such techniques rely on fitness functions to guide the search. Ultimately, such functions represent test goals that approximate—but do not ensure—fault detection. The need to rely on approximations leads to two questions—can fitness functions produce effective tests and, if so, which should be used to generate tests? To answer these questions, we have assessed the fault-detection capabilities of unit test suites generated to satisfy eight white-box fitness functions on 597 real faults from the Defects4J database. Our analysis has found that the strongest indicators of effectiveness are a high level of code coverage over the targeted class and high satisfaction of a criterion’s obligations. Consequently, the branch coverage fitness function is the most effective. Our findings indicate that fitness functions that thoroughly explore system structure should be used as primary generation objectives—supported by secondary fitness functions that explore orthogonal, supporting scenarios. Our results also provide further evidence that future approaches to test generation should focus on attaining higher coverage of private code and better initialization and manipulation of class dependencies.
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1 INTRODUCTION

Proper verification practices are needed to ensure that developers deliver reliable software. Testing is an invaluable, widespread verification technique. However, testing is a notoriously expensive and difficult activity [5], and with exponential growth in the complexity of software, the cost of testing has risen accordingly. Means of lowering the cost of testing without sacrificing verification quality are needed.

Much of that cost can be traced directly to the human effort required to conduct most testing activities, such as producing test input and expected output. One way of lowering such costs may lie in the use of automation to ease this manual burden [5]. Automation has great potential in this respect, as much of the invested human effort is in service of tasks that can be framed as search problems [24]. For example, unit test case generation can naturally be seen as a search problem [5]. There are hundreds of thousands of test cases that could be generated for any particular class under test (CUT). Given a well-defined testing goal, and a numeric scoring function denoting closeness to the attainment of that goal—called a fitness function—optimization algorithms can systematically search the space of possible test inputs to locate those that meet that goal [45].

The effective use of search-based generation relies on the performance of two tasks—selecting a measurable test goal and selecting an effective fitness function for meeting that goal. Adequacy criteria offer checklists of measurable test goals based on the program source code, such as the execution of branches in the control-flow of the CUT [40, 55, 56]. Because such criteria are based on source code elements, we refer to them as "white-box" test selection criteria. Often, however, goals such as "coverage of branches" are an approximation of a goal that is harder to quantify—we really want tests that will reveal faults [2]. "Finding faults" is not a goal that can be measured, and cannot be translated into a distance function.
To generate effective tests, we must identify criteria—and corresponding fitness functions—that are correlated with an increased probability of fault detection. If branch coverage is, in fact, correlated with fault detection, then—even if we do not care about the concept of branch coverage itself—we will end up with effective tests. However, the need to rely on approximations leads to two questions. First, can common fitness functions produce effective tests? If so, which of the many available fitness functions should be used to generate tests? Unfortunately, testers are faced with a bewildering number of options—an informal survey of two years of testing literature reveals 28 viable white-box fitness functions—and there is little guidance on when to use one criterion over another.

While previous studies on the effectiveness of adequacy criteria in test generation have yielded inconclusive results, two factors allow us to more deeply examine this problem—particularly with respect to search-based generation. First, tools are now available that implement enough fitness functions to make unbiased comparisons. The EvoSuite framework offers over twenty options, and uses a combination of eight fitness functions as its default configuration. Second, more realistic examples are available for use in assessment of suites. Much of the previous work on adequacy effectiveness has been assessed using mutants—synthetic faults created through source code transformation. Whether mutants correspond to the types of faults found in real projects has not been firmly established. However, the Defects4J project offers a large database of real faults extracted from open-source Java projects. We can use these faults to assess the effectiveness of search-based generation on the complex faults found in real software.

In this study, we have used EvoSuite and eight of its white-box fitness functions (as well as the default multi-objective configuration and a combination of branch, exception, and method coverage) to generate test suites for the fifteen systems, and 593 of the faults, in the Defects4J database. In each case, we seek to understand when and why generated test suites were able to detect—or not detect—faults. Such understanding could lead to a deeper understanding of the strengths and limitations of current test generation techniques, and could inspire new approaches. Thus, in each case, we have recorded the proportion of suites that detect a fault and a number of factors—related to suite size, obligation satisfaction, and attained coverage. We have recorded a set of traditional source code metrics—sixty metrics related to cloning, complexity, cohesion, coupling, documentation, inheritance, and size metrics—for each class associated with a fault the Defects4J dataset. By analyzing these generation factors and metrics, we can begin to understand not only the real-world applicability of the fitness options in EvoSuite, but—through the use of machine learning algorithms—the factors correlating with a high or low likelihood of fault detection. To summarize our findings:

- Collectively, 51.26% of the examined faults were detected by generated test suites.
- Branch coverage is the most effective criterion—detecting more faults than any other single criterion and demonstrating a higher likelihood of detection for each fault than other criteria (on average, a 22.60-25.24% likelihood of detection, depending on the search budget).
- Regardless of overall performance, most criteria have situational applicability, where their suites detect faults no other criteria can detect. Exception, output, and weak mutation coverage—in particular—seem to be effective for particular types of faults, even if their average efficacy is low.
- While EvoSuite’s default combination performs well, the difficulty of simultaneously balancing eight functions prevents it from outperforming all individual criteria.
- However, a combination of branch, exception, and method coverage has an average 24.03-27.84% likelihood of fault detection—outperforming each of the individual criteria. It is more effective than the default eight-way combination because it adds lightweight situational-applicable criteria to a strong, coverage-focused criterion.
- Factors that strongly indicate a high level of efficacy include high line or branch coverage over either version of the code and high coverage of their own test obligations.
- Coverage does not ensure success, but it is a prerequisite. In situations where achieved coverage is low, the fault does not tend to be found.
- The most important factor differentiating cases where a fault is occasionally detected and cases where a fault is consistently detected is satisfaction of the chosen criterion’s test obligations. Therefore, the best suites are ones that both explore the code and fulfill their own goals, which may be—in cases such as exception coverage—orthogonal to code coverage.
- Test generation methods struggle with classes that have a large number of private methods or attributes, and thrive when a large portion of the class structure is accessible.
- Generated suites are more effective at detecting faults in well-documented classes. While the presence of documentation should not directly assist automated test generation, its presence may hint at the maturity, testability, and understandability of the class.
- Faults in classes with a large number of dependencies are more difficult to detect than those in self-contained classes, as the generation technique must initialize and manipulate multiple complex objects during generation.

Theories learned from the collected metrics suggest that successful criteria thoroughly explore and exploit the code being tested. The strongest fitness functions—branch, direct branch, and line coverage—all do so. We suggest the use of such criteria as primary fitness functions. However, our findings also indicate that coverage does not guarantee success. The fitness function must still execute the code in a manner that triggers the fault, and ensures that it manifests in a failure. Criteria such as exception, output, and weak mutation coverage are situationally useful, and should be
applied as secondary testing goals to boost the fault-detection capabilities of the primary criterion—either as part of a multi-objective approach or through the generation of a separate test suite.

This work extends a prior conference publication [24]. The earlier paper looked at the same core research questions. However, in order to undergo a deeper investigation into the topic, we have contributed an additional 240 faults, from fifteen new systems, to Defects4J—almost doubling the size of the database. Our updated study includes suites generated over those new case examples, adding further observations and points of discussion. We have also used the findings of our separate research into combinations of fitness functions [25] to reformulate and extend our experiments and discussion of the effects of combining criteria. In addition, we have changed how we build and classify data in our treatment learning analysis, added the source code metric analysis, and have included a far deeper examination of the factors indicating success or lack thereof in test generation. Our observations provide evidence for the anecdotal findings of other researchers [9, 24, 23, 60, 7] and motivate improvements in how test generation techniques understand the behavior of private methods or manipulate environmental dependencies. While more research is still needed to better understand the factors that contribute to fault detection, and the joint relationship between the fitness function, generation algorithm, and CUT in determining the efficacy of test suites, our findings in this revised and extended case study offer lessons in understanding the use, applicability, and combination of common fitness functions.

2 | BACKGROUND

2.1 | Search-Based Software Test Generation

Test case creation can naturally be seen as a search problem [34]. Of the thousands of test cases that could be generated for any SUT, we want to select—systematically and at a reasonable cost—those that meet our goals [45, 2]. Given a well-defined testing goal, and a scoring function denoting closeness to the attainment of that goal—called a fitness function—optimization algorithms can sample from a large and complex set of options as guided by a chosen strategy (the metaheuristic) [10]. Metaheuristics are often inspired by natural phenomena, such as swarm behavior [15] or evolution [35].

While the particular details vary between algorithms, the general process employed by a metaheuristic is as follows: (1) One or more solutions are generated. (2) The solutions are scored according to the fitness function, and (3) this score is used to reformulate the solutions for the next round of evolution. This process continues over multiple generations, ultimately returning the best-seen solutions. By determining how solutions are evolved and selected over time, the choice of metaheuristic impacts the quality and efficiency of the search process [16].

Due to the non-linear nature of software, resulting from branching control structures, the search space of a real-world program is large and complex [2]. Metaheuristic search—by strategically sampling from that space—can scale to larger problems than many other generation algorithms [43]. Such approaches have been applied to a wide variety of testing goals and scenarios [2].

2.2 | Adequacy Metrics and Fitness Functions

When testing, developers must judge: (a) whether the produced tests are effective and (b) when they can stop writing additional tests. These two factors are linked. If existing tests have not surfaced any faults, is the software correct, or are the tests inadequate? The same question applies when adding new tests—if we have not observed new faults, have we not yet written adequate tests?

The concept of adequacy provides developers with the guidance needed to test effectively. As we cannot know what faults exist without verification, and as testing cannot—except in simple cases—conclusively prove the absence of faults, a suitable approximation must be used to measure the adequacy of tests. The most common methods of measuring adequacy involve coverage of structural elements of the software, such as individual statements, branches of the software’s control flow, and complex boolean conditional statements [40, 55, 56].

Each adequacy criterion embodies a set of lessons about effective testing—requirements tests must fulfill to be considered adequate. These requirements are expressed as a set of test obligations—properties that must be met by the corresponding test suite. For example, the branch coverage criterion requires that each program expression that can cause control flow to diverge—i.e., loop conditions, switch statements, and if-conditionsexpect to each possible outcome. In this case, a test obligation would indicate a particular expression and a targeted outcome for the evaluation of that expression. If tests fulfill the list of obligations prescribed by the criterion, than testing is deemed “adequate” with respect to faults that manifest through the structures of interest to the criterion.

Adequacy criteria have seen widespread use in software development, and is routinely measured as part of automated build processes [32]. It is easy to understand the popularity of adequacy criteria. They offer clear checklists of testing goals that can be objectively evaluated and automatically measured [57]. These very same qualities make adequacy criteria ideal for use as automated test generation targets. In search-based testing, the fitness function needs to capture the testing objective and guide the search. Through this guidance, the fitness function has a major impact on

1For example, see https://codecov.io/
the quality of the solutions generated. Functions must be efficient to execute, as they will be calculated thousands of times over a search. Yet, they also must provide enough detail to differentiate candidate solutions and guide the selection of optimal candidates. Adequacy criteria are ideal optimization targets for automated test case generation as they can be straightforwardly transformed into efficient, informative fitness functions [5]. Search-based generation often can achieve higher coverage than developer-created tests [22].

3 | STUDY

To generate unit tests that are effective at finding faults, we must identify criteria and corresponding fitness functions that increase the probability of fault detection. As we cannot know what faults exist before verification, such criteria are approximations—intended to increase the probability of fault detection, but offering no guarantees. Thus, it is important to turn a critical eye toward the choice of fitness function used in search-based test generation. We wish to know whether commonly-used fitness functions produce effective tests, and if so, why—and under what circumstances—do they do so?

More empirical evidence is needed to better understand the relationships between adequacy criteria, fitness functions and fault detection [22]. Many criteria exist, and there is little guidance on when to use one over another [29]. To better understand the real-world effectiveness, use, and applicability of common fitness functions and the factors leading to a higher probability of fault detection, we have assessed the EvoSuite test generation framework and eight of its fitness functions (as well as the default multi-objective configuration) against 593 real faults, contained in the Defects4J database. In doing so, we wish to address the following research questions:

1. How capable are generated test suites at detecting real faults?
2. Which fitness functions have the highest likelihood of fault detection?
3. Does an increased search budget improve the effectiveness of the resulting test suites?
4. Under what situations can a combination of criteria outperform a single criterion?
5. What factors correlate with a high likelihood of fault detection?

The first three questions allow us to establish a basic understanding of the effectiveness of each fitness function—are any of the functions able to generate fault-detecting tests and, if so, are any of these functions more effective than others at the task? However, these questions presuppose that only one fitness function can be used to generate test suites. Many search-based generation algorithms can simultaneously target multiple fitness functions [25]. Therefore, we also ask question 4—when does it make sense to employ a set of fitness functions instead of a single function?

Finally, across all criteria, we also would like to gain insight into the factors that influence the likelihood of detection. To inspire new research advances, we desired a deeper understanding of when generated suites are likely to detect a fault, and when they will fail. We have made use of treatment learning—a machine learning technique designed to take classified data and identify sets of attributes, along with bounded values of such attributes, that are highly correlated with particular outcomes. In our case, these “outcomes” are associated with whether generated suites from each fitness function detect a fault or not. We have gathered factors from two broad sets:

- **Test Generation Factors** are related to the test suites produced—identifying coverage attained, suite size, and obligation satisfaction.
- **Source Code Metrics** examine the faulty classes being targeted, and ask whether factors related to the classes themselves—i.e., the number of private methods or cloned code—can impact the test generation process.

We have created datasets based off of both sets of factors and applied treatment learning to assess which factors strongly affected the outcome of test generation. We make these datasets, as well as the new Defects4J case examples, available to other researchers to aid in future advances (see Sections 3.1 and 3.5.1).

In order to investigate these questions, we have performed the following experiment:

1. **Collected Case Examples**: We have used 353 real faults, from five Java projects, as test generation targets (Section 3.1).
2. **Developed New Case Examples**: We have also mined an additional 240 faults from ten new projects, and added these faults to the Defects4J database (Section 3.1).
3. **Recorded Source Code Metrics**: For each affected class (both faulty and fixed versions), we measure a series of sixty source code metrics, related to cloning, cohesion, coupling, documentation, inheritance, and class size (Section 3.2).
4. **Generated Test Suites**: For each fault, we generated 10 suites per criterion using the fixed version of each CUT. We performed with both a two-minute and a ten-minute search budget per CUT (Section 3.3).
5. **Generated Test Suites for Combinations of Criteria**: We perform the same process for EvoSuite’s default configuration—a combination of eight criteria—and a combination of branch, exception, and method coverage (Section 3.3).
6. **Removed Non-Compiling and Flaky Tests:** Any tests that do not compile, or that return inconsistent results, are removed (Section 3.3).

7. **Assessed Fault-finding Effectiveness:** We measure the proportion of test suites that detect each fault to the number generated (Section 3.4).

8. **Recorded Generation Statistics:** For each suite, fault, and budget, we measure factors that may influence suite effectiveness, related to coverage, suite size, and obligation satisfaction (Section 3.4).

9. **Prepare Datasets:** Datasets were prepared for learning purposes by adding classifications based on fault detection to each entry in the generation factor and code metric datasets. Separate datasets were prepared for each generation budget and fitness function, as well as sets based on overall fault detection (across all fitness functions and function combinations) for each budget (Section 3.5).

10. **Performed Treatment Learning:** We apply the TAR3 learner to identify factors correlated to each classification for each dataset (Section 3.5).

### 3.1 Case Examples

Defects4J is an extensible database of real faults extracted from Java projects. The original dataset consisted of 357 faults from five projects: Chart (26 faults), Closure (133 faults), Lang (65 faults), Math (106 faults), and Time (27 faults). For each fault, Defects4J provides access to the faulty and fixed versions of the code, developer-written test cases that expose the fault, and a list of classes and lines of code modified by the patch that fixes the fault.

Each fault is required to meet three properties. First, a pair of code versions must exist that differ only by the minimum changes required to address the fault. The "fixed" version must be explicitly labeled as a fix to an issue, and changes imposed by the fix must be to source code, not to other project artifacts such as the build system. Second, the fault must be reproducible—at least one test must pass on the fixed version and fail on the faulty version. Third, the fix must be isolated from unrelated code changes such as refactorings.

In order to expand our study to a larger set of case examples, we have added an additional ten systems to Defects4J. The process of adding new faults is semi-automated, and requires the development of build files that work across project versions. The commit messages of the project's version control system are scanned for references to issue identifiers. These versions are considered to be candidate "fixes" to the referenced issues. The human-developed test suite for that version is then applied to previous project versions. If one or more test cases pass on the "fixed" version and fail on the earlier version, then that version is retained as the "faulty" variant. The code differences between versions are captured as a patch file, which must then be manually minimized to remove any differences that are not required to reproduce the fault.

Following this process, we added 240 faults—bringing the total to 597 faults from 15 projects. The new projects include: CommonsCLI (24 faults), CommonsCSV (12), CommonsCodec (22), CommonsJXPath (14), Guava (9), JacksonCore (13), JacksonDatabind (39), JacksonXML (5), Jsoup (64), and Mockito (38). The ten new systems were chosen because they are popular projects and have reached a reasonable level of maturity—meaning that the detected faults are often relatively complicated. Two of these systems, Guava and Mockito, were the subjects of recent research challenges at the Symposium on Search-Based Software Engineering. Four faults from the Math project were omitted due to complications encountered during suite generation, leaving 593 faults that we used in our study.

### 3.2 Code Metric-based Characterization

When assessing the results of our study, we wish to gain understanding of when and why our test suites were able to detect—or not detect—faults. Such understanding could lead to a deeper understanding of the strengths and limitations of current test generation techniques, and could inspire new approaches. Gaining such understanding requires fine-grained information about the faults being targeted—and, more specifically, the classes being targeted for test generation. To assist in gaining this understanding, we have turned to traditional source code metrics. Using the SourceMeter framework, we have gathered a set of 60 cloning, complexity, cohesion, coupling, documentation, inheritance, and size metrics for each class associated with a fault included in the Defects4J dataset.

Such metrics, commonly used as part of research on effort estimation and defect prediction, are considered to have substantial predictive power. By characterizing the classes that host the Defects4J faults using these code metrics, we can better understand the results of our research. Using the SourceMeter framework, we have measured 60 source code metrics for each class related to a fault in the Defects4J dataset. These metrics are recorded for both the faulty and fixed versions of each affected class. The metrics may be divided into the following categories:

- **Clone Metrics** are used to measure the occurrence of Type-2 clones in the class—code fragments that are structurally identical, but may differ in variable names, literals, and identifiers.

---

2Available from [http://defects4j.org](http://defects4j.org)

3The new faults have been submitted to Defects4J as a pull request. Until they are accepted, they can be found at the additional-faults-1.4 branch of [https://github.com/Greg4cr/defects4j](https://github.com/Greg4cr/defects4j)

4Available from [https://www.sourcemeter.com](https://www.sourcemeter.com)
<table>
<thead>
<tr>
<th>Category</th>
<th>Abbreviation</th>
<th>Metric</th>
<th>Median</th>
<th>Standard Deviation</th>
</tr>
</thead>
<tbody>
<tr>
<td>Clone</td>
<td>CC</td>
<td>Clone Coverage</td>
<td>0.00</td>
<td>0.16</td>
</tr>
<tr>
<td></td>
<td>CCL</td>
<td>Clone Classes</td>
<td>0.00</td>
<td>10.80</td>
</tr>
<tr>
<td></td>
<td>CCO</td>
<td>Clone Complexity</td>
<td>0.00</td>
<td>453.26</td>
</tr>
<tr>
<td></td>
<td>CI</td>
<td>Clone Instances</td>
<td>0.00</td>
<td>27.86</td>
</tr>
<tr>
<td></td>
<td>CLL</td>
<td>Clone Line Coverage</td>
<td>0.00</td>
<td>0.03</td>
</tr>
<tr>
<td></td>
<td>CLLC</td>
<td>Clone Logical Line Coverage</td>
<td>0.00</td>
<td>0.14</td>
</tr>
<tr>
<td></td>
<td>LDC</td>
<td>Lines of Duplicated Code</td>
<td>0.00</td>
<td>161.06</td>
</tr>
<tr>
<td></td>
<td>LLDC</td>
<td>Logical Lines of Duplicated Code</td>
<td>0.00</td>
<td>147.78</td>
</tr>
<tr>
<td>Cohesion</td>
<td>LCOM5</td>
<td>Lack of Cohesion in Methods</td>
<td>5.00</td>
<td>7.31</td>
</tr>
<tr>
<td>Complexity</td>
<td>NL</td>
<td>Nesting Level</td>
<td>4.00</td>
<td>2.94</td>
</tr>
<tr>
<td></td>
<td>NLE</td>
<td>Nesting Level Else-If</td>
<td>3.00</td>
<td>1.93</td>
</tr>
<tr>
<td></td>
<td>WMC</td>
<td>Weighted Methods per Class</td>
<td>55.00</td>
<td>149.58</td>
</tr>
<tr>
<td>Coupling</td>
<td>CBO</td>
<td>Coupling Between Object Classes</td>
<td>8.00</td>
<td>11.79</td>
</tr>
<tr>
<td></td>
<td>CBOI</td>
<td>Coupling Between Object Classes Inverse</td>
<td>3.00</td>
<td>61.38</td>
</tr>
<tr>
<td></td>
<td>NII</td>
<td>Number of Incoming Invocations</td>
<td>16.00</td>
<td>172.67</td>
</tr>
<tr>
<td></td>
<td>NOI</td>
<td>Number of Outgoing Invocations</td>
<td>14.00</td>
<td>4.35</td>
</tr>
<tr>
<td></td>
<td>RFC</td>
<td>Response Set For Class</td>
<td>37.50</td>
<td>4.643</td>
</tr>
<tr>
<td>Documentation</td>
<td>AD</td>
<td>API Documentation</td>
<td>1.00</td>
<td>0.32</td>
</tr>
<tr>
<td></td>
<td>CD</td>
<td>Comment Density</td>
<td>0.38</td>
<td>0.18</td>
</tr>
<tr>
<td></td>
<td>CLOC</td>
<td>Comment Lines of Code</td>
<td>127.00</td>
<td>460.47</td>
</tr>
<tr>
<td></td>
<td>DLOC</td>
<td>Documentation Lines of Code</td>
<td>102.50</td>
<td>443.12</td>
</tr>
<tr>
<td></td>
<td>PDA</td>
<td>Public Documented API</td>
<td>7.00</td>
<td>28.31</td>
</tr>
<tr>
<td></td>
<td>PLU</td>
<td>Public Undocumented API</td>
<td>0.00</td>
<td>0.77</td>
</tr>
<tr>
<td></td>
<td>TCD</td>
<td>Total Comment Density</td>
<td>0.36</td>
<td>0.17</td>
</tr>
<tr>
<td></td>
<td>TLOC</td>
<td>Total Lines of Code</td>
<td>144.50</td>
<td>456.29</td>
</tr>
<tr>
<td>Inheritance</td>
<td>DIT</td>
<td>Depth of Inheritance Tree</td>
<td>1.00</td>
<td>1.15</td>
</tr>
<tr>
<td></td>
<td>NOA</td>
<td>Number of Ancestors</td>
<td>1.00</td>
<td>1.71</td>
</tr>
<tr>
<td></td>
<td>NOC</td>
<td>Number of Children</td>
<td>0.00</td>
<td>2.07</td>
</tr>
<tr>
<td></td>
<td>NOD</td>
<td>Number of Descendants</td>
<td>0.00</td>
<td>3.39</td>
</tr>
<tr>
<td></td>
<td>NOP</td>
<td>Number of Parents</td>
<td>1.00</td>
<td>0.86</td>
</tr>
<tr>
<td></td>
<td>LLOC</td>
<td>Logical Lines of Code</td>
<td>208.50</td>
<td>462.19</td>
</tr>
<tr>
<td></td>
<td>LOC</td>
<td>Lines of Code</td>
<td>382.50</td>
<td>879.00</td>
</tr>
<tr>
<td></td>
<td>NA</td>
<td>Number of Attributes</td>
<td>8.00</td>
<td>14.33</td>
</tr>
<tr>
<td></td>
<td>NG</td>
<td>Number of Getters</td>
<td>3.00</td>
<td>14.96</td>
</tr>
<tr>
<td></td>
<td>NLA</td>
<td>Number of Local Attributes</td>
<td>6.00</td>
<td>10.24</td>
</tr>
<tr>
<td></td>
<td>NLG</td>
<td>Number of Local Getters</td>
<td>2.00</td>
<td>8.58</td>
</tr>
<tr>
<td></td>
<td>NLM</td>
<td>Number of Local Methods</td>
<td>21.00</td>
<td>35.03</td>
</tr>
<tr>
<td></td>
<td>NLPA</td>
<td>Number of Local Public Attributes</td>
<td>0.00</td>
<td>0.34</td>
</tr>
<tr>
<td></td>
<td>NLPM</td>
<td>Number of Local Public Methods</td>
<td>9.00</td>
<td>29.50</td>
</tr>
<tr>
<td></td>
<td>NLS</td>
<td>Number of Local Setters</td>
<td>0.00</td>
<td>5.23</td>
</tr>
<tr>
<td></td>
<td>NM</td>
<td>Number of Methods</td>
<td>28.50</td>
<td>50.96</td>
</tr>
<tr>
<td></td>
<td>NOS</td>
<td>Number of Statements</td>
<td>109.50</td>
<td>279.94</td>
</tr>
<tr>
<td>Size</td>
<td>NPA</td>
<td>Number of Public Attributes</td>
<td>0.00</td>
<td>6.17</td>
</tr>
<tr>
<td></td>
<td>NPM</td>
<td>Number of Public Methods</td>
<td>14.00</td>
<td>44.25</td>
</tr>
<tr>
<td></td>
<td>NS</td>
<td>Number of Setters</td>
<td>0.00</td>
<td>11.33</td>
</tr>
<tr>
<td></td>
<td>NLLC</td>
<td>Total Logical Lines of Code</td>
<td>275.50</td>
<td>503.28</td>
</tr>
<tr>
<td></td>
<td>TLOC</td>
<td>Total Lines of Code</td>
<td>495.00</td>
<td>919.51</td>
</tr>
<tr>
<td></td>
<td>TNA</td>
<td>Total Number of Attributes</td>
<td>10.00</td>
<td>17.34</td>
</tr>
<tr>
<td></td>
<td>TNG</td>
<td>Total Number of Getters</td>
<td>4.00</td>
<td>20.96</td>
</tr>
<tr>
<td></td>
<td>TNLA</td>
<td>Total Number of Local Attributes</td>
<td>8.00</td>
<td>14.20</td>
</tr>
<tr>
<td></td>
<td>TNLG</td>
<td>Total Number of Local Getters</td>
<td>2.00</td>
<td>10.62</td>
</tr>
<tr>
<td></td>
<td>TNLG</td>
<td>Total Number of Local Methods</td>
<td>27.00</td>
<td>44.33</td>
</tr>
<tr>
<td></td>
<td>TNLMP</td>
<td>Total Number of Local Public Attributes</td>
<td>0.00</td>
<td>4.67</td>
</tr>
<tr>
<td></td>
<td>TNLPM</td>
<td>Total Number of Local Public Methods</td>
<td>12.00</td>
<td>34.82</td>
</tr>
<tr>
<td></td>
<td>TNLSS</td>
<td>Total Number of Local Setters</td>
<td>0.00</td>
<td>6.20</td>
</tr>
<tr>
<td></td>
<td>TNM</td>
<td>Total Number of Methods</td>
<td>37.00</td>
<td>79.02</td>
</tr>
<tr>
<td></td>
<td>TNOS</td>
<td>Total Number of Statements</td>
<td>143.00</td>
<td>293.37</td>
</tr>
<tr>
<td></td>
<td>TPNA</td>
<td>Total Number of Public Attributes</td>
<td>0.00</td>
<td>6.36</td>
</tr>
<tr>
<td></td>
<td>TNPMA</td>
<td>Total Number of Public Methods</td>
<td>19.00</td>
<td>62.78</td>
</tr>
<tr>
<td></td>
<td>TNS</td>
<td>Total Number of Setters</td>
<td>0.00</td>
<td>14.01</td>
</tr>
</tbody>
</table>

**TABLE 1** List of metrics gathered for each class, separated by category. The median and standard deviation are listed for each.

- **Cohesion Metrics** assess the level of cohesion in a class—whether attributes and the operations that use them are organized into one class, and whether there are methods that are unrelated to the other methods and attributes in the class [33].
- **Complexity Metrics** assess the complexity of the class, using information such as the depth of nesting and the number of control-flow paths through methods [13]. Complexity is often used as part of defect prediction, as more complex methods are expected to contain more defects than simpler methods.
3.2.1 Characterizing the “Average” Class

To help illustrate the “average” class from Defects4J, we have included boxplots for several of the measured metrics in Figure 1. Each box depicts the first and third quartiles, as well as the median value. Outliers—points more than 1.5 times the interquartile range—are depicted as well. Rather than depict all 60 metrics, we show a subset indicated as important in our case study to help characterize the studied classes. First, to set context:

- **TLOC (Total Lines of Code)** indicates the amount of code is in a class, including comments and whitespace. TLOC include lines in anonymous, nested, and local classes. The median TLOC is 495, but a large standard deviation (919.51) indicates that classes have a wide range of sizes. Studied classes tend to cluster between 0-1,000 TLOC, and the largest class has 6,481 TLOC.
- **TNM (Total Number of Methods)** is the number of methods in a class, including those in anonymous, nested, and local classes, as well as those inherited from a parent. The median TNM is 37, with the maximum being 806. Classes in Defects4J tend to have less than 100 methods. Again, however, there are a number of outliers.

- **TNA (Total Number of Attributes)** is the number of attributes in a class, including those in anonymous, nested, and local classes, as well as those inherited from a parent. The median TNA is 10—with values tending to cluster between 5-20—and the maximum is 139.

The following metrics were indicated in our case study as being able to explain why generated test suites are able—or not able—to detect faults. We will discuss the implications of these findings in Section 4.5. Here, we use these metrics to further characterize the “average” class in Defects4J.

- **CLLC (Clone Logical Line Coverage)** is the ratio of code covered by code duplications in the class to the size of the class, expressed in terms of logical lines of code (non-empty, non-comment lines). Clone Coverage is the same measurement, except that it includes comments and whitespace. The CLLC and CC are both largely concentrated towards the low end of the scale, with a median of 0 for both—no code being duplicated—and a relatively low standard deviation (0.14).

- **LCOM5 (Lack of Cohesion in Methods 5)** measures the lack of cohesion and computes how many coherent classes the class could be split into. Although there are many outliers, the LCOM5 is largely concentrated towards the low end of the scale—with a median of 1—indicating that classes tend to be highly cohesive.

- **CBO (Coupling Between Objects)** indicates the number of classes that serve as dependencies of the target class (by inheritance, method call, type reference, or attribute reference). Classes dependent on many other classes are very sensitive to the changes in the system, and can be harder to test or evolve. The median CBO is 8 and standard deviation is 11.79, indicating that—while classes are connected—the average class does not overly depend on the rest of the system.

- **DLOC (Documented Lines of Code)** simply measures the number of line of code that are comments (in-line or standalone). The median number of documented lines is 102. However, there are a large range of values, with the maximum DLOC at a staggering 4,017.

- **PDA (Public Documented API)** is the number of public methods with documentation. The median PDA is 7. Again, however, there is a large variance in PDA, with a standard deviation of 28.31 and a large number of outlying values.

- **TCD (Total Comment Density)** is the ratio of the comment lines to the sum of its comment and logical lines of code, including nested, anonymous, and local classes. The CD (Comment Density), also noted as important, is the same measurement excluding nested, anonymous, and local classes. The median TCD is 0.36 and the median CD is 0.38, indicating that the “average” Defects4J class is approximately one-third documentation.

- **DIT (Depth of Inheritance Tree)** measures the length of the path from the class to its furthest ancestor in the inheritance tree. The median DIT is 1—many classes have a parent. The maximum DIT is 5, but this is an extreme outlier—the standard deviation is 1.15 and almost all classes have 0-2 levels of ancestors.

- **NPM (Number of Public Methods)** indicates the number of methods that are publicly-accessible in the class, including inherited methods. Closely related is the TNLPM (Total Number of Local Public Methods), which includes nested, anonymous, and local classes, but excludes inherited methods. The median NPM is 14, with the majority concentrated below 50. The median TNLPM is slightly lower—12. Both are lower than the TNM, indicating that many classes have a large number of private methods.

- **NLPA (Number of Local Public Attributes)**, similarly, indicates the number of publicly-accessible attributes in the class, excluding inherited attributes. The TNLPA (Total Number of Local Public Attributes) includes nested, anonymous, and local classes. Both metrics are less consistent than many of the others, with a large number of outlying values. However, the median for both is 0—indicating that there are often no public attributes in a class. This is notably lower than the TNA, indicating that class attributes are generally private.

- **TNS (Total Number of Setters)** records the number of setter methods in the class, including inherited methods. Our study also indicated the NS (Number of Setters)—excluding nested, anonymous, and local classes—and TNLS (Total Number of Local Setters)—excluding inherited setters—as important. This set of attributes also has a relatively large number of outliers, but is concentrated towards the low end of the scale. All three of these metrics have a median value of 0, indicating that most classes in Defects4J have no setter methods.

### 3.3 Test Suite Generation

The EvoSuite framework uses a genetic algorithm to evolve test suites over a series of generations, forming a new population by retaining, mutating, and combining the strongest solutions. It is actively maintained and has been successfully applied to a variety of projects. In this study, we used EvoSuite version 1.0.5, and the following fitness functions:

- **Branch Coverage (BC):** A test suite satisfies branch coverage if all control-flow branches are taken during test execution—the test suite contains at least one test whose execution evaluates the branch predicate to true, and at least one whose execution evaluates the predicate to false. To
guide the search, the fitness function calculates the \textit{branch distance} from the point where the execution path diverged from the targeted branch. If an undesired branch is taken, the function describes how “close” the targeted predicate is to being true, using a cost function based on the predicate formula \([6]\).

**Direct Branch Coverage (DBC):** Branch coverage may be attained by calling a method \textit{directly}, or \textit{indirectly}—calling a method within another method. When a test covers a branch indirectly, it can be more difficult to understand how coverage was attained. Direct branch coverage requires each branch to be covered through a direct method call.

**Line Coverage (LC):** A test suite satisfies line coverage if it executes each non-comment source code line at least once. To cover each line of source code, EvoSuite tries to ensure that each basic code block is reached. The branch distance is computed for each branch that is a control dependency of any of the statements in the \textit{CUT}. For each conditional statement that is a control dependency for some other line in the code, EvoSuite requires that the branch of the statement leading to the dependent code is executed.

**Exception Coverage (EC):** The goal of exception coverage is to build test suites that force the \textit{CUT} to throw exceptions—either declared or undeclared. As the number of possible exceptions that a class can throw cannot be known ahead of time, the fitness function rewards suites that throw more exceptions. As this function is based on the number of discovered exceptions, the number of “test obligations” may change each time EvoSuite is executed on a \textit{CUT}.

**Method Coverage (MC):** Method Coverage simply requires that all methods in the \textit{CUT} are executed at least once, through direct or indirect calls. The fitness function for method coverage is discrete, as a method is either called or not called.

**Method Coverage (Top-Level, No Exception) (MNEC):** Generated test suites sometimes achieve high levels of method coverage by calling methods in an invalid state or with invalid parameters. MNEC requires that all methods be called directly and terminate without throwing an exception.

**Output Coverage (OC):** Output coverage rewards diversity in the method output by mapping return types to a list of abstract values [4]. A test suite satisfies output coverage if, for each public method in the \textit{CUT}, at least one test yields a concrete return value characterized by each abstract value. For numeric data types, distance functions offer feedback using the difference between the chosen value and target abstract values.

**Weak Mutation Coverage (WMC):** Test effectiveness is often judged using mutants [58]. Suites that detect more mutants may be effective at detecting real faults as well. A test suite satisfies weak mutation coverage if, for each mutated statement, at least one test detects the mutation. The search is guided by the \textit{infection distance}, a variant of branch distance tuned towards reaching and discovering mutated statements [21].

Rojas et al. provide a primer on each of these \textit{fitness functions} [58]. In order to study the effect of combining fitness functions, we also generate test suites using two combinations. The first is EvoSuite’s default configuration—a combination of all of the above methods (called the “\textit{Default Combination}”). The second is a combination of branch, exception, and method coverage (called the “\textit{BC-EC-MC Combination}”). This combination was identified as an effective baseline in our prior work studying combination efficacy on the five original systems from Defects4J [25].

Test suites are generated that target the classes reported as relevant to the fault by Defects4J. Tests are generated using the fixed version of the \textit{CUT} and applied to the faulty version in order to eliminate the oracle problem. EvoSuite generates assertion-based oracles. Generating oracles based on the fixed version of the class means that we can confirm that the fault is actually detected, and not just that there are coincidental differences in program output. In practice, this translates to a regression testing scenario, where tests are generated using a version of the system understood to be “correct” in order to guard against future issues. Tests that fail on the faulty version, then, detect behavioral differences between the two versions.

Two search budgets were used—two minutes and ten minutes per class. This allows us to examine whether an increased search budget benefits each fitness function. To control experiment cost, we deactivated assertion filtering—all possible regression assertions are included. All other settings were kept at their default values. As results may vary, we performed 10 trials for each fault and search budget. This resulted in the generation of 118,600 test suites (two budgets, ten trials, ten configurations, 593 faults).

Generation tools may generate \textit{flaky} (unstable) tests [50]. For example, a test case that makes assertions about the system time will only pass during generation. We automatically remove flaky tests. First, all non-compiling test suites are removed. Then, each remaining test suite is executed on the fixed version five times. If the test results are inconsistent, the test case is removed. This process is repeated until all tests pass five times in a row. On average, fewer than one test tends to be removed from each suite (see Table 2).

### 3.4 Test Generation Data Collection

To evaluate the fault-finding effectiveness of the generated test suites, we execute each test suite against the faulty version of each \textit{CUT}. The \textit{effectiveness} of each fitness function, for each fault, is the proportion of suites that successfully detect the fault to the total number of suites generated for that fault. We refer to this as the likelihood of fault detection.

To better understand the generation factors that influence effectiveness, we also collected the following for each test suite:
**Table 2** Statistics on generated test suites (each statistic is explained in Section 3.4). Values are averaged over all faults (i.e., the average number of obligations, average number of tests removed, etc.). "Default Combination" is a combination of the eight individual fitness functions. "BC-EC-MC Combination" combines the branch, exception, and method coverage fitness functions.

**Number of Test Obligations:** Given a CUT, each fitness function will calculate a series of test obligations to cover (as defined in Section 2). The number of obligations is informative of the difficulty of the generation, and impacts the size and formulation of tests [20]. Note that the number of test obligations is dependent on the CUT, and does not differ between budgets except in the case of exception coverage. As exception coverage simply counts the number of observed exceptions, it does not have a consistent set of obligations each time generation is performed.

**Percentage of Obligations Satisfied:** This factor indicates the ability of a fitness function to cover its goals. A suite that covers 10% of its goals is likely to be less effective than one that achieves 100% coverage.

**Test Suite Size:** We have recorded the number of tests in each test suite. Larger suites are often thought to be more effective [30] [36]. Even if two suites achieve the same coverage, the larger may be more effective simply because it exercises more combinations of input.

**Test Suite Length:** Each test consists of one or more method calls. Even if two suites have the same number of tests, one may have much longer tests—making more method calls. In assessing the effect of suite size, we must also consider the length of each test case.

**Number of Tests Removed:** Any tests that do not compile, or that return inconsistent results, are automatically removed. We track the number removed from each suite.

**Code Coverage:** As the premise of many adequacy criteria is that faults are more likely to be detected if structural elements of the code are thoroughly executed, the resulting coverage of the code may indicate the effectiveness of a test suite. Using EvoSuite's coverage measurement capabilities, we have measured the line and branch coverage achieved by each suite when executed over both the faulty and fixed versions of each CUT. Due to instrumentation issues, we were unable to measure coverage over two systems—JacksonDatabind and Mockito. However, we were able to measure coverage over the remaining 516 faults.

Table 2 records, for each fitness function and budget, the average values attained for each of these measurements over all faults for which we were able to take measurements. In Figure 2, we show boxplots of the total obligations and % of obligations satisfied for suites generated for each fitness configuration and search budget. Branch and direct branch coverage will always have the same number of obligations. Line coverage tends to operate in the same approximate range. Exception, method, and MNEC have the fewest obligations, while weak mutation coverage tends to have the most obligations of the individual fitness functions. Naturally, the two combinations have more obligations—the combination of their member functions. In terms of satisfaction, the three fitness functions with the fewest obligations—exception, method, and MNEC—all also have the highest satisfaction rate. Output coverage has the lowest average, and generally lower, satisfaction rates. For all functions other than Exception Coverage, there tends to be large variance in the satisfaction rate.

In Figure 3, we show boxplots of the suite size, length, and line coverage of suites generated for each fitness configuration and search budget. Most fitness functions yield similar median suite size and variance in results. Exception coverage tends to yield the smallest suites, owing to its small number of test obligations. Method coverage and MNEC yield smaller suites than other fitness functions, but not significantly so. Output coverage
Boxplots of the total obligations and % of obligations satisfied for suites generated for each fitness configuration and search budget.

tends to have relatively large test suites—comparable in size to branch and direct branch coverage. Again, the two combinations tend to yield larger test suites, but not significantly larger than those for branch, direct branch, and weak mutation coverage. Test suite length largely offers similar observations. However, we do note that the "default combination" tends to yield very long test suites, composed of more method calls than suites for other fitness configurations. This is not the case for the BC-EC-MC combination.

Like with obligation satisfaction, there is a large variance in the line coverage attained by test suites, regardless of fitness function. Exception coverage tends to achieve both the lowest coverage and the least variance in coverage. This is reasonable, as the fitness function for exception coverage has no mechanism to encourage class exploration. Naturally, branch, direct branch, line, and weak mutation coverage tend to attain high coverage rates over classes, as all four use coverage-based fitness mechanisms. Exception, method, MNEC, and output coverage are based on source code elements, but all have fitness representations that are not based on control flow. As a result, they tend to attain lower coverage levels.

3.5 Dataset Preparation for Treatment Learning

To understand the factors leading to detection—or lack of detection—of a fault, we have collected two basic sets of data for each fault: test generation factors related to the test suites produced and source code metrics examining the classes being targeted for unit test generation.

A standard practice in machine learning is to classify data—to use previous experience to categorize new observations [49]. We are instead interested in the reverse scenario. Rather than attempting to categorize new data, we want to work backwards from classifications to discover which
**FIGURE 3** Boxplots of the suite size, length, and line coverage of suites generated for each fitness configuration and search budget.
factors correspond most strongly to a class of interest—a process known as treatment learning [27]. Treatment learning approaches take the classification of an observation and reverse engineers the evidence that led to that categorization. Such learners produce a treatment—a small set of attributes and value ranges for each that, if imposed, will identify a subset of the original data skewed towards the target classification. In this case, a treatment notes the metrics—and their values—that indicate that generated test suites will detect a fault.

For example, the treatment \[ \text{NS} = [0.00\ldots1.00], \text{TCD} = [0.52\ldots0.93] \]—derived from the code metric-based dataset—indicates that the subset of the data where the Number of Setters is less than 1 and the Total Comment Density is between 52-93% has a higher percentage of “Yes” classifications (“Yes” implying that the fault is detected, while a “No” classification indicates that the fault was not detected) than the base dataset. Within this subset, “Yes” classifications account for 72.00% of the class distribution of the subset—compared to 47.44% of the base distribution.

Using the TAR3 treatment learner [27], we have generated five treatments from each dataset that target each of the applied verdicts. A user can specify the minimum number of examples that may make up the data subset matching a treatment in order to ensure minimum support for a treatment. We require the subset to contain at least 20% of the total dataset. In addition, a limit can be placed on the number of attributes chosen for a treatment. It is thought that large treatments—those recommending more than five attribute-range pairs—may not have more explanatory power than smaller treatments [27]. Therefore, we also limit the treatment size to five attribute-value pairings.

### 3.5.1 Generation-Based Datasets

As discussed in Section 3.4, to better understand the combination of factors correlating with effective fault detection—we have collected the following statistics for each generated test suite: the number of obligations, the percent satisfied, suite size, suite length, number of tests removed, as well as branch (BC) and line coverage (LC) over the fixed and faulty versions of the CUT.

This collection of factors forms a dataset that can be used to analyze the impact of these factors on efficacy. Each record in the dataset corresponds to the values of these attributes for each fault, and for each criterion or combination of criteria. In total, this dataset contains 5160 records (516 faults for which we could collect all statistics, times the ten fitness configurations). We build separate datasets for each search budget. We can then use the likelihood of fault detection (D) as the basis for a class variable—discretized into three values: "not detected" (\( D = 0 \)), "low performance" (\( D < 70\% \)), and "high performance" (\( D \geq 70\% \)). The class distribution of each dataset is shown in Figure 4.

### 3.5.2 Code Metric-Based Datasets

As with the test generation factors, we have created separate source code metric datasets split by the search budget used for test generation (two minutes per class or ten minutes per class). Source code metrics do not differ based on the fitness function used in test generation. Therefore, rather than merging all fitness configurations into a single dataset, we have produced separate datasets for each fitness function. We also produced “overall” datasets, classified by whether any fitness function or combination detected a fault. In total, this process produced a set of 18 datasets for treatment learning: two based on overall results—split by search budget—and two for each of the eight studied coverage criteria.

In order to learn which metrics predict whether or not a fault is detected, we have added classifications to each characterization dataset. In this case, we have used two classification values—yes or no, based on whether or not the fault was detected by the generated test suite. For each fault,

---

5 Initially, we used a three-option classification like with the generation factors dataset. However, this did not yield enough examples to yield detailed treatments in many cases. Instead, we elected to use a two-class outcome.
the characterization dataset has an entry for each class fixed as part of patching the fault. We apply a "yes" classification if any test suite generated targeting that class, under that search budget, detects the fault. If no test suites detected that fault under that search budget, we apply a "no" classification. The class distributions for the two overall datasets are shown in Figure 5. In both cases, the two classes each make up roughly half of the dataset, with a slight edge to the number of "no" classifications.

3.5.3 Accessing Datasets
We have made all datasets used in this study openly available as community resources. They can be downloaded from:

https://github.com/Greg4cr/coverage-exp-data

4 RESULTS & DISCUSSION
In Section 4.1, we will outline the basic fault detection capabilities of the generated test suites. Section 4.2 examines the efficacy of each individual fitness function, while Section 4.3 outlines the effect of combining fitness functions. In Section 4.4, we examine the generation factors contributing to fault detection. Finally, in Section 4.5, we examine the source code metrics that impact detection efficacy.

4.1 Overall Fault-Detection Capability
In Table 4, we list the number of faults detected by each fitness function, broken down by system and search budget. We also list the number of faults detected by any criterion, including and excluding the combinations (which we will discuss further in Section 4.3). Due to the stochastic search, a higher budget does not guarantee detection of the same faults found under a lower search budget. Therefore, we list the number of faults found under either budget, as well as the total number of faults detected by each fitness function. These results offer a baseline for further discussion. In our experiments:

The individual criteria are capable of detecting 304 (51.26%) of the 593 faults. Combinations detect a further 17 faults.

While there is clearly room for improvement, these results are encouraging. The studied faults are actual faults, reported by the users of real-world software projects. The generated tests are able to detect a variety of complex programming issues. Ultimately, our results are consistent with previous studies involving Defects4J—for instance, Shamshiri et al. found that a combination of test generation tools—including suites generated using EvoSuite's branch fitness function—could detect 55.7% of the faults from the original five systems from Defects4J [60].

Shamshiri's work—as well as our studies on Guava [3] and Mockito [23]—offer explanation of the broad reasons why test generation fails to detect particular faults. Some of these reasons include a general inability to gain coverage—particularly over private methods—challenges with initialization of complex data types, and a general lack of the context needed to set up sophisticated series of method and class interactions.

In this work, we are focused on the capabilities and applicability of common fitness functions. In the following subsections, we will assess the results of our study with respect to each research question. In Section 4.2, we compare the capabilities of each fitness function. In Section 4.3, we
Comparing Fitness Functions

<table>
<thead>
<tr>
<th>METHOD</th>
<th>METHOD(NOEXCEPTION)</th>
<th>ANDEXCEPTION</th>
<th>COVERAGE</th>
</tr>
</thead>
<tbody>
<tr>
<td>Line Coverage</td>
<td>20.62-23.88%</td>
<td>19.87-22.24%</td>
<td></td>
</tr>
<tr>
<td>Success Rate</td>
<td>70%</td>
<td>60%</td>
<td></td>
</tr>
</tbody>
</table>

The effectiveness of each criterion varies between each fault. Branch is closely followed by direct branch (249 faults), line coverage (236), and weak mutation coverage (234). These four fitness functions are trailed by the other four, with exception coverage showing the weakest results (92 faults). These rankings do not differ much on a per-system basis. At times, ranks may shift—for example, direct branch coverage occasionally outperforms branch coverage—but we can see two clusters form among the fitness functions. The first cluster contains branch, direct branch, line, and weak mutation coverage—with branch and direct branch leading the other two. The second cluster contains exception, method, method (no exception), and output coverage—with output coverage producing the best results and exception coverage producing the worst.

Due to the stochastic nature of the search, one suite generated by EvoSuite may not always detect a fault detected by another suite—even if the same criterion is used. To more clearly understand the effectiveness of each fitness function, we must not track only whether a fault was detected, but how reliably it is detected. We are interested in the likelihood of detection—if a fresh suite is generated, how likely is it to detect a particular fault. To measure the likelihood, we record the proportion of detecting suites to the total number of suites generated for that fault. The average likelihood of fault detection is listed for each criterion, by system and budget, in Table 4. Figure 5 shows boxplots of the likelihood of detection for each fitness function and combination of functions.

We largely observe the same trends as above. Branch coverage has the highest overall likelihood of fault detection, with 22.60% of suites detecting faults given a two-minute search budget and 25.24% of suites detecting faults given a ten-minute budget. Direct branch coverage and line coverage follow with a 20.62-23.88% and 19.87-22.24% success rate, respectively. While the effectiveness of each criterion varies between system—direct branch outperforms all other criteria for Closure, for example—the two clusters noted above remain intact. Branch, line, direct branch, and weak mutation coverage all perform well, with the edge generally going to branch coverage. On the lower side of the scale, output, method, method (no exception), and exception coverage perform similarly, with a slight edge to output coverage.

### TABLE 3 Number of faults detected by each fitness function

<table>
<thead>
<tr>
<th>Budget</th>
<th>Chart</th>
<th>Closure</th>
<th>CommonsCL</th>
<th>CommonsCSV</th>
<th>CommonsXPath</th>
<th>Guava</th>
<th>JacksonCore</th>
<th>JacksonDatabind</th>
<th>JacksonXML</th>
<th>JSoup</th>
<th>Lang</th>
<th>Math</th>
<th>Mockito</th>
<th>Time</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>2MIN</td>
<td>15</td>
<td>17</td>
<td>10</td>
<td>12</td>
<td>10</td>
<td>8</td>
<td>3</td>
<td>10</td>
<td>8</td>
<td>3</td>
<td>24</td>
<td>36</td>
<td>55</td>
<td>4</td>
<td>16</td>
</tr>
<tr>
<td>10MIN</td>
<td>20</td>
<td>19</td>
<td>12</td>
<td>12</td>
<td>10</td>
<td>7</td>
<td>2</td>
<td>9</td>
<td>8</td>
<td>3</td>
<td>23</td>
<td>35</td>
<td>54</td>
<td>4</td>
<td>17</td>
</tr>
<tr>
<td>Total</td>
<td>35</td>
<td>36</td>
<td>22</td>
<td>22</td>
<td>20</td>
<td>15</td>
<td>5</td>
<td>19</td>
<td>16</td>
<td>6</td>
<td>50</td>
<td>71</td>
<td>109</td>
<td>10</td>
<td>43</td>
</tr>
</tbody>
</table>

explore combinations of criteria. In Section 4.4 we explore the generation factors that indicate efficacy or lack of efficacy. Finally, in Section 4.5 we explore the source code metrics that indicate efficacy or lack of efficacy.

### 4.2 Comparing Fitness Functions

From Table 3, we can see that suites differ in effectiveness between criteria. Overall, branch coverage outperforms the other criteria, detecting 257 faults. Branch is closely followed by direct branch (249 faults), line coverage (236), and weak mutation coverage (234). These four fitness functions are trailed by the other four, with exception coverage showing the weakest results (92 faults). These rankings do not differ much on a per-system basis. At times, ranks may shift—for example, direct branch coverage occasionally outperforms branch coverage—but we can see two clusters form among the fitness functions. The first cluster contains branch, direct branch, line, and weak mutation coverage—with branch and direct branch leading the other two. The second cluster contains exception, method, method (no exception), and output coverage—with output coverage producing the best results and exception coverage producing the worst.

Due to the stochastic nature of the search, one suite generated by EvoSuite may not always detect a fault detected by another suite—even if the same criterion is used. To more clearly understand the effectiveness of each fitness function, we must not track only whether a fault was detected, but how reliably it is detected. We are interested in the likelihood of detection—if a fresh suite is generated, how likely is it to detect a particular fault. To measure the likelihood, we record the proportion of detecting suites to the total number of suites generated for that fault. The average likelihood of fault detection is listed for each criterion, by system and budget, in Table 4. Figure 5 shows boxplots of the likelihood of detection for each fitness function and combination of functions.

We largely observe the same trends as above. Branch coverage has the highest overall likelihood of fault detection, with 22.60% of suites detecting faults given a two-minute search budget and 25.24% of suites detecting faults given a ten-minute budget. Direct branch coverage and line coverage follow with a 20.62-23.88% and 19.87-22.24% success rate, respectively. While the effectiveness of each criterion varies between system—direct branch outperforms all other criteria for Closure, for example—the two clusters noted above remain intact. Branch, line, direct branch, and weak mutation coverage all perform well, with the edge generally going to branch coverage. On the lower side of the scale, output, method, method (no exception), and exception coverage perform similarly, with a slight edge to output coverage.
TABLE 4 Average likelihood of fault detection, broken down by fitness function, budget, and system. % Change indicates the average gain or loss in efficacy when moving from a two-minute to a ten-minute budget.

![Boxplots of the likelihood of detection for each fitness function and combination. *Def* = Default Combination, *BEM* = BC-EC-MC Combination.](image_url)

The boxplots in Figure 6 echo these results. All methods have medians near 0%, reflecting that many faults are not detected. However, for both budgets, branch coverage has a larger upper quartile than other fitness functions—indicating a large variance in results, but also that branch coverage yields more suits with a higher likelihood of detection than other methods. At the two-minute mark, it has a higher upper whisker as well. Direct branch coverage, line coverage, and weak mutation coverage follow in terms of third quartile size and upper whisker.
### TABLE 5 P-values for Nemenyi comparisons of fitness functions (two-minute search budget). Cases where we can reject the null hypothesis are bolded.

<table>
<thead>
<tr>
<th></th>
<th>Default Combination</th>
<th>BC</th>
<th>DBC</th>
<th>EC</th>
<th>LC</th>
<th>MC</th>
<th>MNEC</th>
<th>OC</th>
<th>WMC</th>
</tr>
</thead>
<tbody>
<tr>
<td>BC</td>
<td>0.87</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>DBC</td>
<td>1.00</td>
<td>0.97</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>EC</td>
<td>&lt; 0.01</td>
<td>&lt; 0.01</td>
<td>&lt; 0.01</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>LC</td>
<td>1.00</td>
<td>0.59</td>
<td>1.00</td>
<td>&lt; 0.01</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>MC</td>
<td>&lt; 0.01</td>
<td>&lt; 0.01</td>
<td>&lt; 0.01</td>
<td>1.00</td>
<td>&lt; 0.01</td>
<td>-</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>MNEC</td>
<td>&lt; 0.01</td>
<td>&lt; 0.01</td>
<td>&lt; 0.01</td>
<td>1.00</td>
<td>&lt; 0.01</td>
<td>1.00</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>OC</td>
<td>&lt; 0.01</td>
<td>&lt; 0.01</td>
<td>&lt; 0.01</td>
<td>0.77</td>
<td>&lt; 0.01</td>
<td>0.96</td>
<td>0.94</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>WMC</td>
<td>0.91</td>
<td>0.07</td>
<td>0.75</td>
<td>&lt; 0.01</td>
<td>0.99</td>
<td>&lt; 0.001</td>
<td>&lt; 0.01</td>
<td>&lt; 0.01</td>
<td>&lt; 0.01</td>
</tr>
<tr>
<td>BC-EC-MC Combination</td>
<td>0.56</td>
<td>0.99</td>
<td>0.79</td>
<td>&lt; 0.01</td>
<td>0.27</td>
<td>&lt; 0.01</td>
<td>0.01</td>
<td>&lt; 0.01</td>
<td>0.02</td>
</tr>
</tbody>
</table>

Branch coverage is the most effective criterion, detecting 257 faults. Branch coverage suites have, on average, a 22.60-25.24% likelihood of fault detection (2min/10min budget).

From Table 4, we can see that almost all criteria benefit from an increased search budget. Direct branch coverage and weak mutation benefit the most, with average improvements of 15.78% and 15.63% in effectiveness. In particular, it is reasonable that direct branch coverage benefits more than traditional branch coverage. In traditional branch coverage, branches executed through indirect chains of calls to program methods contribute to the total coverage. In direct branch coverage, only calls made directly by the test cases count towards coverage. Therefore, the test generator requires more time, and more method calls, to attain the same level of branch coverage. As a result, direct branch coverage attains slightly worse results than traditional branch coverage given the same time budget.

In general, all distance-driven criteria—branch, direct branch, line, weak mutation, and, partially, output coverage—improve given more time. These criteria all have complex, informative fitness functions that are able to guide the search process. Discrete fitness functions, such as those used by method coverage or exception coverage, benefit less from the budget increase. In such cases, the fitness function is unable to guide the search towards better solutions. More time is of benefit—as the generator can make more guesses. However, such time is not guaranteed to be beneficial, and does not necessarily result in improved test suites.

Distance-based functions benefit from an increased search budget, particularly direct branch and weak mutation.

Further increases in generation time beyond ten minutes may yield further improvements in the likelihood of fault detection. However, there is likely to be a plateau due to test obligations that the generator cannot satisfy, due to limitations in coverage of private code or manipulation of complex objects. Further, if test generation requires more time than it takes for a human to write tests, then the benefits of automation are more limited. Therefore, there is likely to be a limit to the gain from increasing the search budget.

We can perform statistical analysis to assess our observations. For each pair of criteria, we formulate hypothesis $H$ and its null hypothesis, $H_0$:

- $H$: Given a fixed search budget, test suites generated using criterion $A$ will have a different distribution of likelihood of fault detection results than suites generated using criterion $B$.
- $H_0$: Observations of fault detection likelihood for both criteria are drawn from the same distribution.

Our observations are drawn from an unknown distribution; therefore, we cannot fit our data to a theoretical probability distribution. To evaluate $H_0$ without any assumptions on distribution, we use the Friedman non-parametric alternative to the parametric repeated measures ANOVA $\left[?\right]$. Due to the limited number of faults for several systems, we have analyzed results across the combination of all systems. We apply the test for each pairing of fitness function and search budget with $\alpha = 0.05$.

At both budgets, the Friedman test confirms with $p$-value $< 0.001$ that the results for all fitness functions are not drawn from the same distribution. To differentiate and rank methods, we apply the post-hoc Nemenyi test in order to assess all pairs of fitness functions. The resulting $p$-values are listed in Tables 5-10.
TABLE 6 P-values for Nemenyi comparisons of fitness functions (ten-minute search budget). Cases where we can reject the null hypothesis are bolded.

<table>
<thead>
<tr>
<th>Function</th>
<th>Two-Minute Budget</th>
<th>Ten-Minute Budget</th>
<th>All Budgets</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Number of Faults</td>
<td>Number of Faults</td>
<td>Number of Faults</td>
</tr>
<tr>
<td></td>
<td>(W. Combinations)</td>
<td>(No Combinations)</td>
<td>(W. Combinations)</td>
</tr>
<tr>
<td>Branch Coverage</td>
<td>5</td>
<td>13</td>
<td>2</td>
</tr>
<tr>
<td>Direct Branch Coverage</td>
<td>4</td>
<td>6</td>
<td>3</td>
</tr>
<tr>
<td>Exception Coverage</td>
<td>3</td>
<td>4</td>
<td>3</td>
</tr>
<tr>
<td>Line Coverage</td>
<td>2</td>
<td>5</td>
<td>3</td>
</tr>
<tr>
<td>Method Coverage</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Method, No Exception</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>Output Coverage</td>
<td>1</td>
<td>3</td>
<td>2</td>
</tr>
<tr>
<td>Weak Mutation Coverage</td>
<td>3</td>
<td>6</td>
<td>4</td>
</tr>
<tr>
<td>Default Combination</td>
<td>2</td>
<td>-</td>
<td>5</td>
</tr>
<tr>
<td>BC-EC-MC Combination</td>
<td>4</td>
<td>-</td>
<td>13</td>
</tr>
</tbody>
</table>

TABLE 7 Number of faults uniquely detected by each suites generated using each fitness function (with and without considering combinations) for each budget, and for the combination of budgets.

The results of these tests further validate the “two clusters” observation. For the four criteria in the top cluster—branch, direct branch, line, and weak mutation coverage—we can always reject the null hypothesis with regard to the remaining four criteria in the bottom cluster. This is also true in the opposite direction. The performance of the four criteria in the bottom cluster—exception, method, MNEC, and output coverage—is drawn from a different distribution to the criteria in the other cluster. Within each cluster, we usually fail to reject the null hypothesis.

Branch, direct branch, line, and weak mutation coverage outperform, with statistical significance, method, MNE, output, and exception coverage (both budgets).

Another way to consider performance is—regardless of overall performance—to look at whether a criterion leads to suites that detect faults that other criteria would not detect. Table 7 depicts the number of faults uniquely detected by each fitness function for each search budget, then the number of faults uniquely detected regardless of budget. Results are listed when combinations are considered, which we will discuss in Section 4.3, and when only considering the individual criteria.

From these results, we can see that almost all criteria clearly have situational applicability—that is, there are situations where their use leads to the detection of faults missed by other criteria. At both search budgets, a total of 38 faults are detected by a single criterion. Most interestingly, there are six faults that are—regardless of search budget—only detected by a single criterion.

The general efficacy of branch and direct branch coverage clearly can still be seen here, where each detects one fault that nothing else can detect, regardless of budget. However, criteria like exception coverage or output coverage—which have low average performance—can also detect faults that no other criterion can expose. Both criteria detect two faults, regardless of budget, that nothing else can catch. At each independent budget
level, exception, output, and weak mutation coverage each detect a number of faults that other criteria miss. This is especially worth noting at the ten-minute budget level, where suites generated to satisfy output and weak mutation coverage detect as many unique faults as suites generated to satisfy branch coverage.

These results suggest that—regardless of absolute efficacy—one criterion results in different test suites, each of which exercise the code under test in a distinct manner. Even if a criterion is not universally effective, it offers some form of situational applicability where it could be considered for use, and where it may have some value as part of a portfolio of testing tools.

For example, consider fault 100 for the Math project. To address this fault, an estimation method switches from getting all parameters to only getting unbound parameters. Tests generated for exception coverage cause an exception by passing in a parameter with no measurements—i.e., an unbound parameter. This exception, even if triggered, is not retained by any other fitness function. Exception coverage, by prioritizing exceptions, ensures that the observed failure is retained and passed along to testers.

Output coverage is focused on coverage of abstract value classes for particular types of function output. It is particularly well-defined for numeric types. This makes it well-suited to discovering faults related to such numeric data types. Consider Mockito fault 24. This fault lies in the Mockito framework’s code for replicating Java’s primitive datatypes. Illegal casts can be made from integer to other primitive types. Output coverage is able to trigger this fault by illegally casting integer variables to double variables. This contextual use of the class is not suggested by code coverage, and is not attempted by any of the other criteria.

To further understand the situational applicability of criteria, we filter the set of faults for those that the top-scoring criterion is ineffective at detecting. In Figure 7, we have taken the faults for five of the systems (Chart, Closure, Lang, Math, and Time), isolated any where the “best” criterion for that system (generally branch coverage, see Table 4) has < 30% likelihood of detection, and calculated the likelihood of fault detection for each criterion for that subset of the faults. In each subplot, we display the average likelihood of fault detection over the subset for any criterion that outperforms the best from the full set.

From these plots, we can see that there are always two-to-four criteria that are more effective in these situations. The exact criteria depend strongly on the system, and likely, on the types of faults examined. However, we frequently see the criteria mentioned above—including exception, weak mutation, and output coverage. Interestingly, despite the similarity in distance functions and testing intent, direct branch and line coverage are often more effective than branch coverage in situations where it has a low chance of detection. In these cases, the criteria drive tests to interact in such a way with the CUT that they are better able to detect the fault. The efficacy of alternative criteria in situations where the overall top performer offers poor results further emphasizes that:

Regardless of overall performance, most criteria have situational applicability, where their suites detect faults no other criteria can detect.

Exception, output, and weak mutation coverage—in particular—seem to be effective for particular types of faults.

---

[F1](https://github.com/Greg4cr/defects4j/blob/master/framework/projects/Math/patches/100.src.patch)
Given its strong overall performance, we would recommend that practitioners prioritize branch coverage—of the studied options—when generating test suites. However, we also stress that other criteria should not be ignored. Several—including exception and output coverage—can be quite effective at times, even if they are not effective on average. More research is clearly needed to codify the situations where such criteria can be effective and should be employed. Alternatively, such criteria could be used in combination with generally effective criteria such as branch coverage.

4.3 Combinations of Fitness Functions

The analysis above presupposes that only one fitness function can be used to generate test suites. However, many search-based generation algorithms can simultaneously target multiple fitness functions. EvoSuite’s default configuration, in fact, attempts to satisfy all eight of the fitness functions examined in this study [58]. In theory, suites generated through a combination of fitness functions could be more effective than suites generated through any one objective because—rather than focusing exclusively on one goal—they can simultaneously target multiple facets of the class under test.

For example, combining exception and branch coverage may result in a suite that both thoroughly explores the structure of the system (due to the branch obligations) and rewards tests that throw a larger number of exceptions. Such a suite may be more effective than a suite generated using branch or exception coverage alone. In fact, rather than generating tests for multiple independent criteria—when one or more of those criteria may only be effective situationally—a tester could, in theory, simultaneously generate for a combination of criteria in an attempt to produce suites effective in all situations.

To better understand the potential of combined criteria, we have generated tests for two combinations. The first is EvoSuite’s default combination of the eight criteria that were the focus of this study. The second is a more lightweight combination of branch, exception, and method coverage—a combination of the most effective criterion overall with two that were selectively effective. In a recent study on combination of criteria on a subset of the Defects4J database, the BC-EC-MC combination was suggested as an effective baseline for new, untested systems [25].

Overall, EvoSuite’s default configuration performs well, but fails to outperform all individual criteria in most situations. Table 3 shows that the default configuration detects 245 faults—fewer than branch and direct branch coverage, but more than the other individual criteria. It also uniquely detects two faults at the two-minute budget level and five at the ten-minute level (see Table 7). At the two minute level, this is worse than several individual criteria, but at the ten-minute level, it finds more faults than any individual criterion. According to Table 4, the default configuration’s average overall likelihood of fault detection is 20.56% (2m budget)-24.69% (10m budget). At the two-minute level, this places it below branch, and direct branch coverage. At the ten-minute level, it falls below branch coverage, but above all other criteria. This places the default configuration in the top cluster—an observation confirmed by statistical tests (Tables 5 and 6).

However, it fails to outperform branch coverage in almost all situations. In theory, a combination of criteria should be able to detect more faults than any single criterion. In practice, combining all criteria results in suites that are fairly effective, but fail to reliably outperform individual criterion. The major reason for the less reliable performance of this configuration is the difficulty in attempting to satisfy so many obligations at once. As noted in Table 2, the default configuration must attempt to satisfy, on average, 1681 obligations. The individual criteria only need to satisfy a fraction of that total. As a result, the default configuration also benefits more than any individual criterion from an increased search budget—a 20.10% improvement in efficacy.

| EvoSuite’s default configuration has an average 20.56-24.69% likelihood of fault detection—in the top cluster, but failing to outperform all individual criteria. |

Our observations imply that combinations of criteria could be more effective than individual criteria. However, a combination of all eight criteria results in unstable performance—especially if search budget is limited. Instead, testers may wish to identify a smaller, more targeted subset of criteria to combine during test generation. In fact, we can see the wisdom in such an approach by examining the results for the focused BC-EC-MC combination.

From Table 3, we can see that the BC-EC-MC combination finds a total of 269 faults—more than any individual criterion. From Table 4, this combination has a 24.03% (two-minute) to 27.84% (ten-minute) likelihood of detection. Again, this is better than any of the individual criteria. This combination also detects four faults uniquely at the two-minute budget, 13 at the ten-minute budget, and one fault regardless of the budget. The boxplots in Figure 6 show that the BC-EC-MC combination has a higher third-quartile box than any other method, indicating that it returned more results in that range than other methods. Statistical tests place this configuration in the top cluster, where it also outperforms weak mutation coverage with significance (Tables 5 and 6).
There are still situations where this combination can be outperformed by an individual criterion, particularly at the two-minute budget level. This combination requires fewer obligations than the eight-way default combination—around 354, on average—but still more than any individual criterion. This means that the combination benefits from a larger search budget (15.86% average improvement), and offers more stable performance at higher budgets. Still, this combination is clearly quite effective.

Of the studied criteria, exception coverage is unique in that it does not prescribe static test obligations. Rather, it simply rewards suites that cause more exceptions to be thrown. This means that it can be added to a combination with little increase in search complexity. The simplicity of exception coverage explains its poor performance as the primary criterion. It lacks a feedback mechanism to drive generation towards exceptions. However, exception coverage appears to be very effective when paired with criteria that effectively explore the structure of the CUT. Branch coverage gives exception coverage the feedback mechanism it needs to explore the code. Adding exception coverage to branch coverage adds little cost in terms of generation difficulty, and generally outperforms the use of branch coverage alone.

An example of effective combination can be seen in fault 60 for Lang[6] - a case where two methods can look beyond the end of a string. No single criterion is effective, with a maximum of 10% chance of detection given a two-minute budget and 20% with a ten-minute budget. However, combining branch and exception coverage boosts the likelihood of detection to 40% and 90% for the two budgets. In this case, if the fault is triggered, the incorrect string access will cause an exception to be thrown. However, this only occurs under particular circumstances. Therefore, exception coverage alone never detects the fault. Branch coverage provides the necessary means to drive program execution to the correct location. However, two suites with an equal coverage score are considered equal. Branch coverage alone may prioritize suites with slightly higher (or different) coverage, missing the fault. By combining the two, exception-throwing tests are prioritized and retained, succeeding where either criterion would fail alone.

Method coverage adds another "low-cost" boost. In general, a class will not have a large number of methods, and methods are either covered or not covered. Thus, even if method coverage is not a particularly helpful addition to a combination, its inclusion does not substantially increase the number of obligations that the test generator is tasked with fulfilling. An example where the addition of method coverage boosts efficacy can be seen in Lang fault 34. This fault resides in two small (1-2 line) methods. Calling either method will reveal the fault, but branch coverage alone can easily overlook them because their invocation does not substantially improve branch coverage of the class as a whole. The addition of method coverage adds a useful "reminder" for the generator to invoke these simple methods.

A combination of branch, exception, and method coverage has an average 24.03 - 27.84% likelihood of fault detection—outperforming each of the individual criteria. It is more effective than the default eight-way combination because it adds lightweight situationally-applicable criteria to a strong, coverage-focused criterion.

It is unlikely that the BC-EC-MC combination is the strongest possible combination, and we can see some situations where a single criterion is still the most effective. In fact, it is unlikely that any one combination or combination of criteria will ever universally be the "best". The most effective criteria depend on the type of system under test, and the types of faults that the developers have introduced into the code. Still, there is a powerful idea at the heart of this combination. When generating tests, a strong coverage-focused criterion should be selected as the primary criterion. Then, a small number of targeted, orthogonal criteria can be added to that primary criterion. More investigation is needed into the situational applicability of criteria in order to better understand when any one criterion or a combination of criteria will be effective.

### 4.4 Understanding the Generation Factors Impacting Fault Detection

Using the TAR3 treatment learner [27], we have generated five treatments from each of the two generation factor datasets for each of the three classifications ("Not Detected", "Low Performance", and "High Performance"). The treatments are scored according to their impact on class distribution, and top-scoring treatments are presented first.

First, the following treatments indicate the factors pointing most strongly to a "high" likelihood of fault detection:

<table>
<thead>
<tr>
<th>Two-Minute Dataset:</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. BC (fixed) &gt; 79.71%, LC (fixed) &gt; 87.89%, % of obligations satisfied &gt; 89.59%, BC (faulty) &gt; 79.85%</td>
</tr>
<tr>
<td>2. BC (fixed) &gt; 79.71%, LC (fixed) &gt; 87.89%, % of obligations satisfied &gt; 89.59%, LC (faulty) &gt; 88.09%</td>
</tr>
<tr>
<td>3. LC (fixed) &gt; 87.89%, % of obligations satisfied &gt; 89.59%, BC (faulty) &gt; 79.85%</td>
</tr>
<tr>
<td>4. BC (fixed) &gt; 79.71%, % of obligations satisfied &gt; 89.59%, LC (faulty) &gt; 88.09%</td>
</tr>
</tbody>
</table>

[https://github.com/apache/commons-lang/commit/a8203b65261110c4a30ff69fe0da7a2390d82757](https://github.com/apache/commons-lang/commit/a8203b65261110c4a30ff69fe0da7a2390d82757)  
[https://github.com/apache/commons-lang/commit/496525b0d626dd5049528cdef61d71681154b660](https://github.com/apache/commons-lang/commit/496525b0d626dd5049528cdef61d71681154b660)
In Figure 8, we plot the class distribution of the subset fitting the highest-ranked treatment learned from both datasets. Comparing the plots in Figure 4 to the subsets in Figures 8, we can see that the treatments do impose a large change in the class distribution—a lower percentage of cases have the "Not Detected" class, and more have the other classifications. This shows that the treatments do reasonably well in predicting for success. Test suites fitting these treatments are not guaranteed to be successful, but are likely to be.

Note that some treatments are subsets of other treatments. For example, the third treatment for the two-minute dataset above is a subset of the top treatment. Each treatment indicates a set of attributes and value ranges for those attributes that, when applied together, tend to lead to particular outcomes. A smaller treatment that is a subset of a larger treatment, when applied, will lead to a different subset of the overall dataset with a different class distribution to the larger treatment. In general, smaller treatments are easier for humans to understand—this is why we have limited treatment size to five attributes. However, within that limit, a larger treatment may have more explanatory power than a smaller treatment. In this case, as treatments are ranked by score, the larger treatment is more indicative of the target class and the additional factors offer additional explanatory power.

We can make several observations. First, the most common factors selected as indicative of efficacy are all coverage-related factors. Even if their goal is not to attain coverage, successful suites thoroughly explore the structure of the CUT. The fact that coverage is important is not, in itself, entirely surprising—if patched code is not well covered, the fault is unlikely to be discovered.

More surprising is how much weight is given to coverage. Suite size has been a focus in recent work, with Inozemtseva et al. (and others) finding that the size has a stronger correlation to efficacy than coverage level [36]. However, size attributes—number of tests and test length—do not appear in any of the generated treatments. Kendall correlation tests further reinforce this point. For both budgets and for both suite size and length, correlation strengths were all approximately 0.25—"weak to low" correlations.

However, rather than indicating that larger test suites are not necessarily more effective at detecting real faults, it is important to look at the suites themselves. As can be seen in Section 3.4, test suite sizes do not range dramatically between each of the fitness configurations. Within the size ranges of suites in this study, larger suites also do not necessarily outperform smaller suites. Suites for Output Coverage, which performs poorly on average, are often similar in size to the subset used for the higher-scoring fitness functions. The suites for the combinations are, naturally, the largest. However, the largest suites belong to the "default" combination—which is often outperformed by branch coverage and the BC-EC-MC combination. Exception Coverage, the poorest performing fitness function on average, does have the smallest test suites. However, other factors, such as its low coverage of source code, seem to play a larger role in determining suite efficacy than size alone.

The other factor noted as indicative of efficacy is the percent of obligations satisfied. This too seems reasonable. If a suite covers more of its test obligations, it will be better at detecting faults. For coverage-based fitness functions like branch and line coverage, a high level of satisfied obligations...
naturally correlates with a high level of branch or line coverage. For other fitness functions, the correlation may not be as strong, but it is also likely that suites satisfying more of their obligations also tend to explore more of the structure of the CUT.

Factors that strongly indicate a high level of efficacy include line or branch coverage over either version of the code and high coverage of their own test obligations. Coverage and obligation satisfaction are favored over factors related to suite size or test obligations.

Note, however, that we still do not entirely understand the factors that indicate a high probability of fault detection. From Figure 9 we can see that the treatments radically alter the class distribution from the baseline in Figure 4. Still, we can also see that suites from the “Not Detected” class still form a significant portion of that class distribution. From this, we can conclude that factors predicted by treatments are a necessary precondition for a high likelihood of fault detection, but are not sufficient to ensure that faults are detected. Unless code is executed, faults are unlikely to be found. Thus, coverage is impotent. However, how code is executed matters, and execution alone does not guarantee that faults are triggered and observed as failures. The fitness function determines how code is executed. It may be that fitness functions based on stronger adequacy criteria (such as complex condition-based criteria [67]) or combinations of fitness functions will better guide such a search. While coverage increases the likelihood of fault detection, it does not ensure that suites are effective.

To better understand factors indicating success, we can also perform treatment learning for the opposite scenario—what indicates that we will not detect a fault? Factors that indicate a lack of success include:

Two-Minute Dataset:
1. LC (faulty) ≤ 11.77%, LC (fixed) ≤ 12.41%, BC (faulty) ≤ 8.96%
2. LC (faulty) ≤ 11.77%, LC (fixed) ≤ 12.41%, BC (faulty) ≤ 8.96%, BC (fixed) ≤ 9.33%
3. LC (faulty) ≤ 11.77%, LC (fixed) ≤ 12.41%
4. LC (faulty) ≤ 11.77%
5. LC (faulty) ≤ 11.77%, BC (faulty) ≤ 8.96%

Ten-Minute Dataset:
1. LC (fixed) ≤ 15.02%, BC (fixed) ≤ 12.12%
2. LC (fixed) ≤ 15.02%, BC (faulty) ≤ 11.91%
3. LC (fixed) ≤ 15.02%, BC (faulty) ≤ 11.91%, BC (fixed) ≤ 12.12%
4. BC (fixed) ≤ 12.12%
5. LC (fixed) ≤ 15.02%, LC (faulty) ≤ 14.54%

In Figure 9 we plot the class distribution of the subset fitting the highest-ranked treatment learned from both datasets for the “Not Detected” outcome. Comparing the plots in Figure 4 to the subsets in Figures 8 we can see a dramatic change in the class distribution. These treatments predict quite clearly a lack of success, with almost no data records from the other classes still matching the treatment.

The factors indicating a lack of success are entirely coverage-based. If coverage—line or branch—is less than approximately 15%, then the odds of effective fault detection are extremely low. This further reinforces the discussion above:
Finally, we can examine one additional classification—“low” efficacy. What factors differentiate situations where a faulty is highly likely to be found from situations where it is still generally found, but with a low likelihood of detection? The factors that suggest this situation include:

**Two-Minute Dataset:**
1. LC (faulty) > 88.09%, % of obligations satisfied > 89.59%, LC (fixed) > 87.89%
2. LC (faulty) > 88.09%, % of obligations satisfied > 89.59%
3. BC (faulty) > 79.85%, BC (fixed) > 79.71%, % of obligations satisfied > 89.59%, LC (fixed) > 87.89%
4. BC (fixed) > 79.71%, LC (fixed) > 87.89%, % of obligations satisfied > 89.59%, BC (faulty) > 79.85%, LC (faulty) > 88.09%
5. BC (fixed) > 79.71%, LC (faulty) > 88.09%, % of obligations satisfied > 89.59%, LC (fixed) > 87.89%

**Ten-Minute Dataset:**
1. LC (faulty) > 92.08%, BC (fixed) > 85.97%
2. LC (faulty) > 92.08%, BC (fixed) > 85.97%, LC (fixed) > 92.23%
3. BC (faulty) > 86.25%, BC (fixed) > 85.97%, LC (fixed) > 92.23%
4. BC (faulty) > 86.25%, BC (fixed) > 85.97%, LC (faulty) > 92.08%
5. BC (faulty) > 86.25%, LC (fixed) > 92.23%

These treatments, and their resulting class distributions—illustrated in Figure 10—are very similar to the factors predicting “high” performance. This is particularly true for the two-minute dataset, where we simply see a small downgrade in the number of “high” cases. From this, we can again see that coverage is needed to detect faults, but more data is needed to help ensure reliable detection.

However, we can make one interesting observation from the treatments learned from the ten-minute dataset. The ten-minute dataset includes more effective test suites from the start, allowing us to better differentiate high efficacy from low—but extant—efficacy. The treatments learned from the ten-minute dataset for “low efficacy” are lacking any reference to satisfaction of their obligations—a factor that is always present in the treatments learned for the “high efficacy” classification. We can also see a shift in the resulting class distribution in Figure 10 from that in Figure 8. The percent of “low” efficacy examples remains the same, but there are fewer “high” cases and more “notdetected” cases.

The most important factor differentiating cases where a fault is occasionally detected and cases where a fault is consistently detected is satisfaction of the chosen criterion’s test obligations.

Thus, we can observe that the most effective test suites are those that both cover a large percentage of their own obligations and thoroughly exercise the targeted code. In the case of criteria like branch coverage, these two go hand-in-hand. However, this also illustrates why criteria based on orthogonal factors to code coverage—like exceptions—tend to be best used in combination with coverage-based criteria. In future work, we will further explore such factors and others, and investigate how to best ensure effective test suite generation.
4.5  Understanding the Code Metrics Impacting Fault Detection

The following treatments were reported by TAR3, from the “overall” (all fitness functions) code metric datasets, as indicative of situations where generated test suites—regardless of the targeted criterion—were able to detect a fault. The treatments are scored according to their impact on class distribution and the number of cases in the treatment-fulfilling subset of the data, and the top-scoring treatments are presented first. Definitions of metrics are listed in Table[4]

Two-Minute Overall Dataset:
1. TCD = [0.52, 0.93], NOD = [0.00, 1.00]
2. TCD = [0.52, 0.93], NS = [0.00, 1.00]
3. TCD = [0.52, 0.93], TNLS = [0.00, 1.00]
4. TCD = [0.52, 0.93], TNS = [0.00, 1.00]
5. TCD = [0.52, 0.93], TNLS = [0.00, 1.00], NS = [0.00, 1.00]

Ten-Minute Overall Dataset:
1. TCD = [0.52, 0.93], CD = [0.53, 0.93]
2. TCD = [0.52, 0.93]
3. PDA = [30.00, 208.00], DLOC = [348.00, 4017.00]
4. TNLPM = [38.00, 287.00], DLOC = [348.00, 4017.00]
5. CD = [0.53, 0.93]

Figure[4] illustrates the shift in the class distribution for the subset of each overall dataset fitting the top-ranked treatment targeting the “Yes” classification for each respective budget. Comparing to the baseline distribution in Figure[5] we can see that the class distribution has shifted heavily in favor of the “Yes” class—from 47.44-71.95% and 49.80-73.90% respectively. As approximately 25% of the examples still have a “No” verdict, these treatments are not perfectly explanatory. Some classes may match the treatment and still evade fault detection. However, the shift in distribution still suggests that the metrics and value ranges named in the treatments have explanatory power. The treatments indicate that:

Generated test suites are effective at detecting faults in well-documented classes.

The most consistently-identified metric from the two-minute dataset—and one that appears in treatments for the ten-minute dataset as well—is that a high Total Comment Density (52-93%) tends to indicate that the fault is more likely to be found. This is above the 75th percentile of the results depicted in Figure[4] From the ten-minute dataset, we can also see that suites tend to detect faults in classes with a Comment Density of 52-93%, 348-4,017 Documented Lines of Code, and with 30-208 documented public methods (PDA).

Test generation will yield better results if more of the class is publicly accessible.

A Total Number of Local Public Methods from 38-287 indicates that generated suites are more likely to detect a fault. From Table[1] we can see that this is well above the median TNLPM (12.00), indicating that allowing direct access to more of your methods will yield better test generation.
FIGURE 12 Class distributions for the subsets of the two "overall" datasets fulfilling the top-ranked "No" treatment for each.

results. A number of treatments also suggest a (Total) Number of (Local) Setters (TNS, NS, TNLS) of 0. Having no setters implies that all attributes are publicly-accessible. In addition, while Public Documented API is intended to capture how well-documented the class is, it also illustrates this point—a high PDA indicates not just that there are a large number of documented methods, but that a large number of methods are public as well.

The top treatment for the two-minute dataset also suggests a Number of Descendants (NOD) of 0. This value reflects the vast majority of classes, and also appears in the treatments for the "No" classification. Therefore, we consider it to be a coincidental factor.

The test suites for Exception, Method, Method (Top Level, No Exception), and Output Coverage did not detect enough faults to yield useful treatments for the "Yes" classification. Test suites for the remaining four criteria—Branch, Direct Branch, Line, and Weak Mutation Coverage—yielded treatments largely echoing the "overall". However, multiple treatments for those criteria-specific datasets included the metric-value pairings CLLC = [0.24..0.86] and CC = [0.27..0.91]. These metrics—Clone Logical Line Coverage (CLLC) and Clone Coverage (CC)—tell us that:

Faults are easier to detect if a large proportion of the class contains duplicate code.

These value ranges are the high end of the scale, and do not include the majority of classes, indicating that the importance of these metrics is not coincidental. Intuitively, if there is a lot of duplicate code, the overall class structure will be easier to cover. Test generation methods driven by code coverage will be able to quickly achieve high levels of coverage, making it easier to reach and execute the code containing the fault.

The following treatments were reported by TAR3, based on the all-fitness-function datasets, as indicative of situations where generated test suites—regardless of the targeted criterion—were not able to detect a fault. Figure 12 illustrates the shift in the class distribution for the subset of each overall dataset fitting the top-ranked treatment targeting the "No" classification for each.

Two-Minute Overall Dataset:
1. DIT = [1.00..2.00], PDA = [1.00..4.00]
2. NPM = [0.00..3.00], NOC = [0.00..1.00]
3. NPM = [0.00..3.00], NOD = [0.00..1.00]
4. NPM = [0.00..3.00], TNLPA = [0.00..1.00]
5. CBO = [17.00..98.00], NOC = [0.00..1.00]

Ten-Minute Overall Dataset:
1. NPM = [0.00..3.00], LCOM5 = [1.00..2.00]
2. NS = [0.00..1.00], CBO = [17.00..98.00]
3. NPM = [0.00..3.00], NOC = [0.00..1.00]
4. NPM = [0.00..3.00], NOD = [0.00..1.00]
5. NPM = [0.00..3.00], NOD = [0.00..1.00], NLPA = [0.00..1.00]

Comparing to the baseline distribution in Figure 5, we can see that the class distribution has shifted heavily in favor of the "No" class—from 52.56-82.73% and 50.20-82.82% respectively. Once again, not all examples in the subset have a "No" classification. However, the sharp shift in distribution suggests that the treatments have explanatory power. From the produced treatments, we can see that:
The Kendall Correlation Test). In this experiment, it seems to further indicate the effect of private methods on test generation effectiveness. Measure the proportion of public methods that are documented, it has a strong correlation to the Number of Public Methods (0.63, measured using the Kendall correlation test). In this experiment, PDA seems to further indicate the effect of private methods on test generation effectiveness.

This finding makes intuitive sense. The test generation technique explored in this experiment is driven by various coverage criteria—largely based on different ways of executing structural elements of the code. The obligations of such criteria will inevitably require that code structures within private methods be executed in the mandated manner. In practice, coverage can be measured over private code, and the feedback mechanisms that power search-based test generation will still reward greater coverage of that code. However, without the ability to directly call such methods, the generation technique will struggle to actually obtain coverage. Private methods must be covered indirectly, through calls to public methods. While the generation technique will attempt to adjust the input provided to the public methods to obtain higher indirect coverage of private methods, this indirect manipulation may prove unsuccessful due to constraints placed on how the public method can invoke the secondary private method or discontinuity in the scoring method introduced by this indirect manipulation.

Both the "Yes" and "No" treatments touch on the use of private attributes as well, through the (Total) Number of (Local) Setters and Total Number of Public Attributes. Private attributes do not directly prevent code from being covered in the same manner as private methods do. However, they may still result in lower coverage and missed faults by limiting the ability of the test generation technique to manipulate the state of the class.
Certain methods may only be coverable by setting the class attributes to particular values, and some failures may only be triggered under particular class states. If the class attributes are private, the test generation technique will need to find indirect means of manipulating those attributes. Again, this is a non-trivial task.

Authors have previously hypothesized that private methods are a reason for poor test generation results. Our findings offer evidence supporting this hypothesis. In practice, we would not advocate that developers reduce the use of private methods or attributes—the protection offered through this feature is crucial. Instead, test generation techniques need to be augmented with better means of increasing coverage of private methods. For example, machine learning techniques may be able to form a behavioral model of the indirectly-called method that could offer better feedback than the existing scoring function used to guide search-based generation.

Second, generated suites seem to be more effective at detecting faults in classes with more documentation. The metrics that were the most common indicators of success are largely documentation-related metrics such as the (Total) Comment Density, the Documented Lines of Code, and—to a lesser extent—the Public Documented API. As discussed previously, Public Documented API is strongly correlated to the Number of Public Methods, and the documentation connection is likely to be a coincidence. TCD and DCLOC both have a moderate correlation to the PDA (strengths of 0.48 and 0.47, respectively). However, TCD is only weakly correlated to NPM (0.24) and DLOC is only moderately correlated (0.42). Therefore, TCD, CD, and DLOC are important indicators of efficacy in their own right, and are not merely indicative of a higher number of public methods.

There is no reason to expect the presence of documentation to assist automated test case generation techniques, as such techniques do not make use of documentation in any way. Instead, it is important to consider what the presence of documentation implies. One theory is that there is an unintended selection bias in how the case examples were gathered for Defects4J. The studied faults were identified by searching for project commits that referenced bug reports. Bug reports are more likely to be filed for classes that are frequently invoked by the users and developers of a project. In turn, classes that are more heavily used tend to be ones that developers spend more time refining and polishing. Classes that are expected to be used more heavily will, naturally, be better documented. As a result, it could be that well-documented classes are more likely to be identified as subjects for Defects4J than classes with low amounts of documentation.

However, this theory does not completely explain these results. The majority of classes in Defects4J do not have a high TCD or DLOC. The median TCD—36%—is likely to be higher than the median for all classes in the wild, but is still well below the TCD prescribed by the treatments—52.93%. The classes with a high TCD are also not necessarily smaller than other examples. The median LLOC—non-comment lines of code—of classes with a TCD greater than 52% is 98.8, compared to an overall median of 8.8. The median TNM is 7.5, above the median of 7. This implies that the well-documented classes are actually larger than the average class in Defects4J. These are not simpler examples. Further, TCD and DLOC do not have a strong correlation with any non-documentation metric, meaning that there is not a simple explanation within the collected data.

Therefore, there must be some additional factor implied by the presence of high levels of documentation. More research is needed to understand the impact of documentation in these case examples. While the presence of documentation should not directly assist automated test case generation techniques, its presence may hint at the maturity, testability, and understandability of the class.

Third, classes with a large number of dependencies are more difficult to test than more self-contained classes. This is indicated in the "No" treatments by a Coupling Between Objects (CBO) of 17-98 classes, and—to a lesser extent—an inheritance tree depth (DIT) of 1, meaning that the target class inherits functionality from a parent. For a class to be included in Defects4J, it must be directly changed by the patch applied to fix the fault. This means that the fault lies in the class that depends on other classes, rather than being a fault in one of the dependencies.

If a class depends on other classes, then the test generation technique may also need to initialize and manipulate the dependencies properly as part of the test generation process. By not doing so properly, we may not be able to achieve high coverage of the target class. Further, we may fail to expose the fault even if the code is covered, as we are trying to make use of the target class outside of the "normal" use of the rest of its dependencies. Because of that, we may see the same incorrect behavior from both the working and faulty versions of the class, missing the fault. Researchers have discussed the problem of configuring complex dependencies as part of the broader challenges of controlling the execution environment when generating test cases. Again, our observations provide clear motivation for further research on this topic.

Fourth, when structure-based criteria like Branch Coverage are targeted, test generation techniques are more effective when a large proportion of the class is duplicated code. This is supported by the prevalence of Clone Logical Line Coverage (CLLC) and Clone Coverage (CC) in the criteria-specific "Yes" treatments. This observation makes intuitive sense. If a large proportion of the code is identical, then that code will be easier to cover through automated generation. Even if the fault does not lie in the duplicated code, it will be easier to guide execution to the faulty code.

Code duplication is discouraged during development, as any changes will need to be made in multiple locations. Further, duplicating code rather than encapsulating it in one location and invoking it throughout the class will not have any benefit, as a high CLLC simply implies that there is not a significant quantity of non-duplicated code. Rather than offering actionable information, this observation simply indicates that classes with a lot of duplicate code and very little other functionality are easier to test than complex classes.
5 | RELATED WORK

Those who advocate the use of adequacy criteria hypothesize that criteria fulfillment will result in test suites more likely to detect faults—at least with regard to the structures targeted by that criterion. If this is the case, we should see a correlation between higher attainment of a criterion and the chance of fault detection for a test suite [32]. Researchers have attempted to address whether such a correlation exists for almost as long as such criteria have existed [52, 48, 11, 18, 19, 30, 36, 29]. Inozemtseva et al. provide a good overview of work in this area [32]. Our focus differs—our goal is to examine the relationship between fitness function and fault detection efficacy for search-based test generation. However, fitness functions are largely based on, and intended to fulfill, adequacy criteria. Therefore, there is a close relationship between the fitness functions that guide test generation and adequacy criteria intended to judge the resulting test suites. In recent work, McMinn et al. have even proposed using search techniques to evolve new coverage criteria that combine features of existing criteria [44].

EvoSuite has previously been used to generate test suites for the systems in the Defects4J database. Shamshiri et al. applied EvoSuite, Randooop, and Agitar to each fault in the Defects4J database to assess the general fault-detection capabilities of automated test generation [60]. They found that the combination of all three tools could identify 55.7% of the studied faults. Their work identifies several reasons why faults were not detected, including low levels of coverage, heavy use of private methods and variables, and issues with simulation of the execution environment. In their work, they only used the branch coverage fitness function when using EvoSuite. Yu et al. used EvoSuite to generate tests for 224 of the faults in Defects4J, examining whether such tests could be used for program repair [69]. In our initial study, we expanded the number of EvoSuite configurations to better understand the role of the fitness function in determining suite efficacy [24]. We have also compared and contrasted test suites generated to achieve traditional branch coverage and direct branch coverage, noting that each fitness function detects different faults [26].

We used the Defects4J faults to understand the effect of combining fitness functions, identifying lightweight combinations of fitness functions that could effectively detect faults [25]. Rojas et al. also examined combining fitness functions, finding that, given a fixed generation budget, multiple fitness functions could be combined with minimal loss in coverage of any single criterion and with a reasonable increase in test suite size [58]. Others have explored combinations of coverage criteria with non-functional criteria, such as memory consumption [41] or execution time [68]. Few have studied the effect of such combinations on fault detection. Jeffrey et al. found that combinations are effective following suite reduction [27]. Recent efforts have been made to introduce many-objective search algorithms that can better balance and cover multiple coverage criteria simultaneously [12, 54].

Object-oriented source code metrics have been used for a variety of purposes. For example, Chowdhury et al. used complexity, coupling, and cohesion metrics as early indicators of vulnerabilities [14]. Singh et al. tried to find the relationship between object-oriented metrics and fault-proneness at different fault severity levels [61]. Mansoor et al. used metrics to detect code smells [44]. Cinneide et al. used cohesion and cloning metrics to guide automated refactoring [53]. Tripathi et al. developed models to predict the change-proneness of the classes using code metrics [66]. Relevant to this study, Toth et al. used SourceMeter to gather the same metrics that we used on classes from Java projects on GitHub [65]. They gathered metrics for multiple revisions, focusing on pairs of revisions related to faulty and working versions of the system. They used this dataset for defect prediction. While our purposes differ and there is no overlap in the studied systems, our dataset could potentially be used to augment their study. Recently, Sobreira et al. also assembled a dataset characterizing the faults in Defects4J [62]. Rather than focusing on class characteristics, they focus on the patches used to fix each fault, characterizing them in terms of size, spread, and the repair actions needed to perform automated program repair.

6 | THREATS TO VALIDITY

External Validity: Our study has focused on fifteen systems—a relatively small number. Nevertheless, we believe that such systems are representative of, at minimum, other small to medium-sized open-source Java systems. We believe that Defects4J offers enough fault examples that our results are generalizable to other, sufficiently similar projects.

We have used a single test generation framework. There are many search-based methods of generating tests and these methods may yield different results. Unfortunately, no other generation framework offers the same number and variety of fitness functions. Therefore, a more thorough comparison of tool performance cannot be made at this time. Still, our goal is to examine the coverage criteria, not the generation framework. By using the same framework to generate all test suites, we can compare criteria on an equivalent basis.

To control experiment cost, we have only generated ten test suites for each combination of fault, budget, and fitness function. It is possible that larger sample sizes may yield different results. However, this process still yielded 118,600 test suites to use in analysis. We believe that this is a sufficient number to draw stable conclusions.

Conclusion Validity: When using statistical analyses, we have attempted to ensure the base assumptions behind these analyses are met. We have favored non-parametric methods, as distribution characteristics are not generally known a priori, and normality cannot be assumed.
Our learning results are based on a single learning technique. Treatment learning was used to analyze the gathered data, as it is designed to offer succinct, explanatory theories based on classified data \[47\]—fitting the goal of our work. TAR3 was thought to be appropriate, as it is the most common treatment learning approach and is competitive with other approaches \[27\].

7 | CONCLUSIONS

We have examined the role of the fitness function in determining the ability of search-based test generators to produce suites that detect complex, real faults. From the eight fitness functions and 593 faults studied, we can conclude:

- Collectively, 51.26% of the examined faults were detected by generated test suites.
- Branch coverage is the most effective criterion—detecting more faults than any other single criterion and demonstrating a higher likelihood of detection for each fault than other criteria (on average, a 22.60-25.24% likelihood of detection, depending on the search budget).
- Regardless of overall performance, most criteria have situational applicability, where their suites detect faults no other criteria can detect. Exception, output, and weak mutation coverage—in particular—seem to be effective for particular types of faults, even if their average efficacy is low.
- While EvoSuite’s default combination performs well, the difficulty of simultaneously balancing eight functions prevents it from outperforming all individual criteria.
- However, a combination of branch, exception, and method coverage has an average 24.03-27.84% likelihood of fault detection—outperforming each of the individual criteria. It is more effective than the default eight-way combination because it adds lightweight situational applicability criteria to a strong, coverage-focused criterion.
- Factors that strongly indicate a high level of efficacy include high line or branch coverage over either version of the code and high coverage of their own test obligations.
- Coverage does not ensure success, but it is a prerequisite. In situations where achieved coverage is low, the fault does not tend to be found.
- The most important factor differentiating cases where a fault is occasionally detected and cases where a fault is consistently detected is satisfaction of the chosen criterion’s test obligations. Therefore, the best suites are ones that both explore the code and fulfill their own goals, which may be—in cases such as exception coverage—orthogonal to code coverage.
- Test generation methods struggle with classes that have a large number of private methods or attributes, and thrive when a large portion of the class structure is accessible.
- Generated suites are more effective at detecting faults in well-documented classes. While the presence of documentation should not directly assist automated test generation, its presence may hint at the maturity, testability, and understandability of the class.
- Faults in classes with a large number of dependencies are more difficult to detect than those in self-contained classes, as the generation technique must initialize and manipulate multiple complex objects during generation.

Theories learned from the collected metrics suggest that successful criteria thoroughly explore and exploit the code being tested. The strongest fitness functions—branch, direct branch, and line coverage—all do so. We suggest the use of such criteria as primary fitness functions. However, our findings also indicate that coverage does not guarantee success. The fitness function must still execute the code in a manner that triggers the fault, and ensures that it manifests in a failure. Criteria such as exception, output, and weak mutation coverage are situational, useful, and should be applied as secondary testing goals to boost the fault-detection capabilities of the primary criterion—either as part of a multi-objective approach or through the generation of a separate test suite.

Our findings represent a step towards understanding the use, applicability, and combination of common fitness functions. Our observations provide evidence for the anecdotal findings of other researchers \[8,24,23,60,7\] and motivate improvements in how test generation techniques understand the behavior of private methods or manipulate environmental dependencies. More research is needed to better understand the factors that contribute to fault detection, and the joint relationship between the fitness function, generation algorithm, and CUT in determining the efficacy of test suites. In future work, we plan to further explore these topics.
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